Белорусский государственный технологический университет

Факультет информационных технологий

Кафедра программной инженерии

Тестирование кода

По дисциплине «Основы алгоритмизации и программирования»

На тему «Деревья»

Выполнил:

Студент 1 курса 7 группы

Ленкевич Павел Андреевич

Преподаватель: Белодед Н. И.

2024, Минск

# Введение

В этом документе размещено тестирование пяти кодов с лекции за 31.04.2024. Большинство строк имеют пояснение в комментариях, а после кода представлен результат запуска и работы программы. Для того, чтоб быстро увидеть определённый код или результат его работы воспользуйтесь навигацией. Последний код откомментирован меньше всего, я оказался в очень жёстких временных рамках. Хорошего дня!

# Тестирование кода с лекции

## Левосторонний, концевой и обратный обход дерева

#include <iostream> // Подключаем библиотеку для ввода и вывода данных

using namespace std; // Используем пространство имен std, что позволяет нам не писать std:: перед каждым оператором ввода/вывода

// Определяем структуру "Узел"

struct node

{

int Key; // Ключ узла

int Count; // Количество узлов

node\* Left; // Указатель на левого потомка

node\* Right; // Указатель на правого потомка

};

// Определяем класс "Дерево"

class TREE

{

private:

node\* Tree; // Указатель на корень дерева

void Search(int, node\*\*); // Метод для поиска узла в дереве

public:

TREE() { Tree = NULL; } // Конструктор класса

node\*\* GetTree() { return &Tree; } // Метод для получения корня дерева

void BuildTree(); // Метод для построения дерева

void CleanTree(node\*\*); // Метод для очистки дерева

void ObhodEnd(node\*\*); // Метод для концевого обхода дерева

void ObhodLeft(node\*\*); // Метод для левостороннего обхода дерева

void ObhodBack(node\*\*); // Метод для обратного обхода дерева

void Vyvod(node\*\*, int); // Метод для вывода дерева

int Height(node\*\*); // Метод для определения высоты дерева

};

void main()

{

setlocale(LC\_ALL, "Rus"); // Устанавливаем русскую локализацию

TREE A; // Создаем объект класса TREE

A.BuildTree(); // Строим дерево

cout << "\nВывод дерева:\n";

A.Vyvod(A.GetTree(), 0); // Выводим дерево

cout << "\nВысота дерева:" << A.Height(A.GetTree()) << endl; // Выводим высоту дерева

cout << "\nЛевосторонний обход дерева: ";

A.ObhodLeft(A.GetTree()); // Производим левосторонний обход дерева

cout << "\nКонцевой обход дерева: ";

A.ObhodEnd(A.GetTree()); // Производим концевой обход дерева

cout << "\nОбратный обход дерева: ";

A.ObhodBack(A.GetTree()); // Производим обратный обход дерева

cout << "\n";

system("PAUSE"); // Останавливаем выполнение программы

}

void TREE::BuildTree()

// Функция считывает ключи узлов от пользователя и добавляем их в дерево

// Когда мы вводим 0, она прекращает считывание ключей и построение дерева

{

int el; // Объявляем переменную для хранения ключа узла

cout << "Вводите ключи вершин дерева:\n"; // Выводим приглашение для ввода ключей узлов

cin >> el; // Считываем ключ узла

while (el != 0) // Пока введенный ключ не равен нулю

{

Search(el, &Tree); // Ищем место для вставки узла в дерево и вставляем его

cin >> el; // Считываем следующий ключ узла

}

}

void TREE::Search(int x, node\*\* p)

// Функция используется для поиска места в дереве, где должен быть вставлен новый узел

// Если узел с таким ключом уже существует, функция увеличивает счетчик этого узла на 1

// Если такого узла нет, функция создает новый узел с данным ключом

// Eсли ключ нового узла меньше ключа текущего узла, функция ищет место для вставки в левом поддереве, иначе - в правом

{

if (\*p == NULL) // Если узел пуст

{

\*p = new(node); // Создаем новый узел

(\*\*p).Key = x; // Присваиваем ключу узла значение x

(\*\*p).Count = 1; // Устанавливаем счетчик узла равным 1

(\*\*p).Left = NULL; // Устанавливаем указатель на левого потомка равным NULL

(\*\*p).Right = NULL; // Устанавливаем указатель на правого потомка равным NULL

}

else

if (x < (\*\*p).Key) // Если x меньше ключа узла

Search(x, &((\*\*p).Left)); // Ищем место для вставки узла в левом поддереве

else

if (x > (\*\*p).Key) // Если x больше ключа узла

Search(x, &((\*\*p).Right)); // Ищем место для вставки узла в правом поддереве

else

(\*\*p).Count = (\*\*p).Count + 1; // Если x равно ключу узла, увеличиваем счетчик узла на 1

}

void TREE::ObhodLeft(node\*\* w)

// Функция левостороннего обхода дерева

// Cначала обрабатывается корень, затем левое поддерево, а затем правое поддерево

// Если узел пуст, обход прекращается

// Если узел не пуст, функция выводит ключ узла, а затем рекурсивно обходит левое и правое поддеревья этого узла

{

if (\*w != NULL) // Если узел не пуст

{

cout << (\*\*w).Key << " "; // Выводим ключ узла

ObhodLeft(&((\*\*w).Left)); // Обходим левое поддерево

ObhodLeft(&((\*\*w).Right)); // Обходим правое поддерево

}

}

void TREE::ObhodEnd(node\*\* w)

// Функция концевого обхода

// Cначала обрабатывается левое поддерево, затем правое поддерево, а затем корень

// Если узел пуст, обход прекращается

// Если узел не пуст, функция рекурсивно обходит левое и правое поддеревья этого узла, а затем выводит ключ узла

{

if (\*w != NULL) // Если узел не пуст

{

ObhodEnd(&((\*\*w).Left)); // Обходим левое поддерево

ObhodEnd(&((\*\*w).Right)); // Обходим правое поддерево

cout << (\*\*w).Key << " "; // Выводим ключ узла

}

}

void TREE::ObhodBack(node\*\* w)

// Функция обратного обхода

// Сначала обрабатывается левое поддерево, затем корень, а затем правое поддерево

// Если узел пуст, обход прекращается

// Если узел не пуст, функция рекурсивно обходит левое поддерево этого узла, выводит ключ узла, а затем рекурсивно обходит правое поддерево

{

if (\*w != NULL) // Если узел не пуст

{

ObhodBack(&((\*\*w).Left)); // Обходим левое поддерево

cout << (\*\*w).Key << " "; // Выводим ключ узла

ObhodBack(&((\*\*w).Right)); // Обходим правое поддерево

}

}

void TREE::CleanTree(node\*\* w)

// Функция очистки дерева

// Она рекурсивно обходит все узлы дерева и удаляет их

// Сначала очищает левое и правое поддеревья узла, а затем удаляет сам узел

// Если узел пуст, очистка прекращается

{

if (\*w != NULL) // Если узел не пуст

{

CleanTree(&((\*\*w).Left)); // Очищаем левое поддерево

CleanTree(&((\*\*w).Right)); // Очищаем правое поддерево

delete\* w; // Удаляем узел

}

}

void TREE::Vyvod(node\*\* w, int l)

// Функция вывода дерева

// Она рекурсивно обходит все узлы дерева и выводит их

// Сначала выводит правое поддерево, затем ключ узла, а затем левое поддерево

// Если узел пуст, вывод прекращается

{

int i;

if (\*w != NULL) // Если узел не пуст

{

Vyvod(&((\*\*w).Right), l + 1); // Выводим правое поддерево

for (i = 1; i <= l; i++)

cout << " "; // Выводим пробелы для отступа

cout << (\*\*w).Key << endl; // Выводим ключ узла

Vyvod(&((\*\*w).Left), l + 1); // Выводим левое поддерево

}

}

int TREE::Height(node\*\* w)

// Функция вычисления высоты дерева

// Она рекурсивно обходит все узлы дерева и вычисляет их высоту

// Если узел пуст, функция возвращает -1

// Если узел не пуст, функция вычисляет высоту левого и правого поддеревьев этого узла, а затем возвращает максимальную из этих двух высот, увеличенную на 1

{

int h1, h2;

if (\*w == NULL) // Если узел пуст

return(-1); // Возвращаем -1

else // Если узел не пуст

{

h1 = Height(&((\*\*w).Left)); // Вычисляем высоту левого поддерева

h2 = Height(&((\*\*w).Right)); // Вычисляем высоту правого поддерева

if (h1 > h2) // Если высота левого поддерева больше высоты правого поддерева

return(1 + h1); // Возвращаем высоту левого поддерева + 1

else

return(1 + h2); // Возвращаем высоту правого поддерева + 1

}

}

### Результат работы программы:
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## Тестирование второго кода

#include <iostream> // Подключаем библиотеку для ввода и вывода данных

using namespace std; // Используем пространство имен std, что позволяет нам не писать std:: перед каждым оператором ввода/вывода

// Определение структуры узла для дерева

struct node

{

int Key; // Ключ узла

int Count; // Количество вхождений ключа

node\* Left; // Указатель на левого потомка

node\* Right; // Указатель на правого потомка

};

// Определение структуры для стека

struct no

{

node\* elem; // Элемент стека

int ch; // Счетчик

no\* sled; // Указатель на следующий элемент стека

};

// Определение класса TREE

class TREE

{

private:

node\* Tree; // Указатель на корень дерева

void PushStack(no\*\*, node\*\*, int\*); // Метод для добавления элемента в стек

void PopStack(no\*\*, node\*\*, int\*); // Метод для удаления элемента из стека

void VyvodStack(no\*\*); // Метод для вывода стека

public:

TREE() { Tree = new(node); (\*Tree).Right = NULL; } // Конструктор класса TREE

node\* GetTreeRight() { return (\*Tree).Right; } // Метод для получения правого потомка корня дерева

void TreeSearch(int); // Метод для поиска элемента в дереве

void VyvodTree(node\*); // Метод для вывода дерева

};

void main()

{

setlocale(LC\_ALL, "Rus"); // Установка русской локали

TREE A; // Создание объекта класса TREE

int el; // Переменная для хранения вводимого значения

cout << "Вводите значения информационных полей вершин: " << endl;

cin >> el; // Ввод значения

while (el != 0) // Пока введенное значение не равно 0

{

A.TreeSearch(el); // Поиск введенного значения в дереве

cin >> el; // Ввод нового значения

}

A.VyvodTree(A.GetTreeRight()); // Вывод дерева

cout << "\n";

system("PAUSE"); // Пауза перед завершением программы

}

void TREE::TreeSearch(int el)

// Функция выполняет поиск в бинарном дереве поиска и добавляет новый узел, если введенное значение не найдено

// Если значение найдено, она увеличивает счетчик вхождений этого значения

{

node\* p1, \* p2;

int d;

p2 = Tree;

p1 = (\*p2).Right;

d = 1;

while (p1 != NULL && d != 0)

{

p2 = p1;

if (el < (\*p1).Key)

{

p1 = (\*p1).Left;

d = -1;

}

else

if (el > (\*p1).Key)

{

p1 = (\*p1).Right;

d = 1;

}

else

d = 0;

}

if (d == 0)

(\*p1).Count = (\*p1).Count + 1;

else

{

p1 = new(node);

(\*p1).Key = el;

(\*p1).Left = NULL;

(\*p1).Right = NULL;

(\*p1).Count = 1;

if (d < 0)

(\*p2).Left = p1;

else

(\*p2).Right = p1;

}

}

void TREE::VyvodTree(node\* t)

// Функция выполняет обход дерева и выводит его элементы

// В процессе обхода использует 2 стека для хранения узлов дерева

// Начинает обход с переданного ей узла, и выводит ключ каждого узла

{

no\* stk, \* stk1; // Указатели на элементы стека

node\* u; // Указатель на узел дерева

int i, n; // Переменные для хранения счетчика и индекса

stk = stk1 = NULL; // Инициализация указателей на стек

n = 0; // Инициализация счетчика

// Пока указатель на узел дерева не NULL

while (t != NULL)

{

PushStack(&stk1, &t, &n); // Добавление элемента в стек stk1

// Если у узла есть правый потомок

if ((\*t).Right != NULL)

{

// Если у узла есть левый потомок

if ((\*t).Left != NULL)

PushStack(&stk, &((\*t).Left), &n); // Добавление левого потомка в стек stk

t = (\*t).Right; // Переход к правому потомку

}

else

{

// Если у узла есть левый потомок

if ((\*t).Left != NULL)

{

// Если стек stk1 не пуст

if (stk1 != NULL)

{

PopStack(&stk1, &u, &n); // Удаление элемента из стека stk1

for (i = 0; i <= n; i++)

cout << " "; // Вывод пробелов для форматирования

cout << (\*u).Key << endl; // Вывод ключа узла

}

t = (\*t).Left; // Переход к левому потомку

}

else

// Если стек stk пуст

if (stk == NULL)

t = NULL;

else

{

// Пока элемент стека stk не равен левому потомку элемента стека stk1

while ((\*stk).elem != (\*((\*stk1).elem)).Left)

{

PopStack(&stk1, &u, &n); // Удаление элемента из стека stk1

for (i = 0; i <= n; i++)

cout << " "; // Вывод пробелов для форматирования

cout << (\*u).Key << endl; // Вывод ключа узла

}

PopStack(&stk1, &u, &n); // Удаление элемента из стека stk1

for (i = 0; i <= n; i++)

cout << " "; // Вывод пробелов для форматирования

cout << (\*u).Key << endl; // Вывод ключа узла

PopStack(&stk, &t, &n); // Удаление элемента из стека stk

}

}

n = n + 1; // Увеличение счетчика

}

VyvodStack(&stk1); // Вывод стека stk1

}

void TREE::PushStack(no\*\* stk, node\*\* el, int\* n)

// Функция добавляет новый элемент в стек

// Она принимает три аргумента: указатель на стек, указатель на узел дерева и указатель на счетчик

// Cоздает новый элемент стека, присваивает ему переданные значения и добавляет его в стек

// После работы функции вершина стека указывает на новый элемент

{

no\* q; // Указатель на элемент стека

q = new(no); // Создание нового элемента стека

(\*q).elem = \*el; // Присваивание элементу стека указателя на узел дерева

(\*q).ch = \*n; // Присваивание элементу стека значения счетчика

(\*q).sled = \*stk; // Присваивание элементу стека указателя на следующий элемент стека

\*stk = q; // Обновление указателя на вершину стека

}

void TREE::PopStack(no\*\* stk, node\*\* t, int\* n)

// Функция удаляет элемент из стека

// Она принимает три аргумента: указатель на стек, указатель на узел дерева и указатель на счетчик

// Если стек не пуст, функция присваивает переданным указателям значения вершины стека, обновляет вершину стека и удаляет старую вершину

{

no\* q; // Указатель на элемент стека

// Если стек не пуст

if (\*stk != NULL)

{

\*t = (\*\*stk).elem; // Присваивание указателю на узел дерева значения элемента стека

\*n = (\*\*stk).ch; // Присваивание счетчику значения счетчика элемента стека

q = \*stk; // Сохранение указателя на вершину стека

\*stk = (\*\*stk).sled; // Обновление указателя на вершину стека

delete q; // Удаление элемента стека

}

}

void TREE::VyvodStack(no\*\* stk)

// Функция для вывода ключей элементов стека

// Принимает указатель на стек

// Если стек не пуст, функция присваивает указателю на узел дерева и счетчику значения вершины стека, выводит ключ узла с отступом,

// который зависит от значения счетчика, и обновляет вершину стека

{

node\* k; // Указатель на узел дерева

int i, n; // Переменные для хранения счетчика и индекса

// Пока стек не пуст

while (\*stk != NULL)

{

k = (\*\*stk).elem; // Присваивание указателю на узел дерева значения элемента стека

n = (\*\*stk).ch; // Присваивание счетчику значения счетчика элемента стека

for (i = 0; i <= n; i++)

cout << " "; // Вывод пробелов для форматирования

cout << (\*k).Key << endl; // Вывод ключа узла

\*stk = (\*\*stk).sled; // Обновление указателя на вершину стека

}

}

### Результат работы программы:

![](data:image/png;base64,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)

## Тестирование третьего кода

#include<time.h> // Подключаем библиотеку для работы со временем

#include<iostream> // Подключаем библиотеку для работы с вводом-выводом

using namespace std; // Используем пространство имен std

#define N 10 // Определяем константу N равную 10

// Определяем структуру "узел"

struct node

{

int Key; // Ключ узла

int Cout; // Счетчик узла

node\* Left; // Указатель на левый узел

node\* Right; // Указатель на правый узел

};

// Определяем класс "Список"

class Spisok {

private:

node\* UkStr[N]; // Массив указателей на узлы

void Search(int, node\*\*); // Метод поиска узла

void PrintTree(node\*, int); // Метод печати дерева

void U\_d(node\*\*, node\*\*); // Метод удаления узла

public:

Spisok(); // Конструктор класса

void BuildTree(); // Метод построения дерева

void Sodergimoe(); // Метод вывода содержимого

node\*\* GetTree(unsigned i) { return &(UkStr[i]); } // Метод получения дерева

void Udaldr(node\*\* d, int k); // Метод удаления узла

};

// Реализация конструктора класса

Spisok::Spisok()

{

for (int i = 0; i < N; i++)

UkStr[i] = NULL; // Инициализируем все элементы массива указателей как NULL

}

// Реализация метода построения дерева

void Spisok::BuildTree()

{

int klutch; // Ключ узла

unsigned hash; // Хэш-значение

srand(time(0)); // Инициализируем генератор случайных чисел

cout << "\nВведите значение ключа: ";

//cin>>klutch;

// Для ввода чисел с клавиатуры закомментируйте следующую строку и раскомментируйте предыдущую

klutch = rand() % 31 + 0; // Генерируем случайное число от 0 до 30

cout << klutch;

while (klutch != 0)

{

hash = klutch % 10; // Вычисляем хэш-значение

Search(klutch, &UkStr[hash]); // Ищем узел с данным ключом

cout << "\nВведите значение ключа: ";

//cin>>klutch;

klutch = rand() % 31 + 0; // Генерируем новое случайное число

cout << klutch;

}

}

// Реализация метода поиска узла

void Spisok::Search(int X, node\*\* p)

{

if (\*p == NULL) // Если узел не найден

{

\*p = new(node); // Создаем новый узел

(\*\*p).Key = X; // Присваиваем ключу значение X

(\*\*p).Cout = 1; // Инициализируем счетчик единицей

(\*\*p).Left = (\*\*p).Right = NULL; // Устанавливаем указатели на левый и правый узлы как NULL

}

else

if (X < (\*\*p).Key) // Если X меньше ключа

Search(X, &((\*\*p).Left)); // Ищем в левом поддереве

else

if (X > (\*\*p).Key) // Если X больше ключа

Search(X, &((\*\*p).Right)); // Ищем в правом поддереве

else

(\*\*p).Cout += 1; // Если X равно ключу, увеличиваем счетчик

}

// Реализация метода вывода содержимого

void Spisok::Sodergimoe()

{

for (int i = 0; i < N; i++)

{

cout << " " << i << " ";

if (UkStr[i] == NULL) // Если дерево пусто

cout << "Дерево пусто.\n";

else

{

cout << endl;

PrintTree(UkStr[i], 0); // Печатаем дерево

}

cout << "---------------------------------------------" << endl;

}

}

// Реализация метода печати дерева

void Spisok::PrintTree(node\* w, int l)

{

if (w != NULL) // Если узел существует

{

PrintTree((\*w).Right, l + 1); // Печатаем правое поддерево

cout << " ";

for (int i = 1; i <= l; i++)

cout << " ";

cout << (\*w).Key << endl; // Печатаем ключ узла

PrintTree((\*w).Left, l + 1); // Печатаем левое поддерево

}

}

// Реализация метода удаления узла

void Spisok::Udaldr(node\*\* d, int k)

{

node\*\* q;

if (\*d == NULL) // Если узел не найден

cout << "Узел с заданным ключом в дереве не найден...\n";

else

if (k < (\*\*d).Key) // Если k меньше ключа

Udaldr(&((\*\*d).Left), k); // Удаляем узел в левом поддереве

else

if (k > (\*\*d).Key) // Если k больше ключа

Udaldr(&((\*\*d).Right), k); // Удаляем узел в правом поддереве

else

{

q = d;

if ((\*\*q).Right == NULL) // Если правый узел отсутствует

\*d = (\*\*q).Left; // Устанавливаем указатель на левый узел

else

if ((\*\*q).Left == NULL) // Если левый узел отсутствует

\*d = (\*\*q).Right; // Устанавливаем указатель на правый узел

else U\_d(&((\*\*q).Left), &(\*q)); // Удаляем узел

}

}

// Реализация метода удаления узла

void Spisok::U\_d(node\*\* r, node\*\* q)

{

if ((\*\*r).Right == NULL) // Если правый узел отсутствует

{

(\*\*q).Key = (\*\*r).Key; // Копируем ключ

(\*\*q).Cout = (\*\*r).Cout; // Копируем счетчик

q = r;

\*r = (\*\*r).Left; // Устанавливаем указатель на левый узел

delete(\*q); // Удаляем узел

}

else

U\_d(&((\*\*r).Right), &(\*q)); // Удаляем узел в правом поддереве

}

// Главная функция

void main()

{

setlocale(LC\_ALL, "Rus"); // Устанавливаем русскую локализацию

Spisok A; // Создаем объект класса "Список"

int klutch; // Ключ узла

unsigned hash; // Хэш-значение

A.BuildTree(); // Строим дерево

cout << "\n";

cout << "\n";

A.Sodergimoe(); // Выводим содержимое

for (int i = 0; i < 4; i++)

{

cout << "\nВведите значение удаляемого ключа: ";

cin >> klutch; // Вводим ключ удаляемого узла

hash = klutch % 10; // Вычисляем хэш-значение

A.Udaldr(A.GetTree(hash), klutch); // Удаляем узел

cout << " Содержимое хэш-списка: \n";

cout << " ----------------------------\n";

A.Sodergimoe(); // Выводим содержимое

}

cout << "\n";

system("PAUSE"); // Остановка работы программы

}

### Результат работы программы:

## 4.Тестирование четвёртого кода

#include <stdio.h> // Подключение библиотеки для работы с вводом/выводом

#include<conio.h> // Подключение библиотеки для работы с консолью

#include<iostream> // Подключение библиотеки для работы с потоками ввода/вывода

using namespace std; // Использование пространства имен std

// Определение структуры "Узел"

struct Uzel

{

char Key; // Ключ узла

Uzel\* Left; // Указатель на левого потомка

Uzel\* Right; // Указатель на правого потомка

};

// Определение структуры "Звено"

struct zveno

{

Uzel\* Element; // Указатель на элемент

zveno\* Sled; // Указатель на следующее звено

};

// Определение класса "Дерево"

class Tree

{

private:

Uzel\* Root; // Корень дерева

zveno\* Stack; // Стек

public:

Tree(); // Конструктор

void Udalenie(Uzel\*\*); // Функция удаления узла

void V\_stack(Uzel\*); // Функция добавления элемента в стек

void PrintTree(Uzel\*, int); // Функция печати дерева

void Print\_Tree\_Left(Uzel\*, int); // Функция печати дерева (левый обход)

void Print\_Tree\_End(Uzel\*, int); // Функция печати дерева (конечный обход)

void Print\_Tree\_Back(Uzel\*, int); // Функция печати дерева (обратный обход)

Uzel\* GetTree() { return Root; }; // Функция получения корня дерева

};

// Функция добавления элемента в стек

void Tree::V\_stack(Uzel\* Elem)

{

zveno\* q = new(zveno); // Создание нового звена

q->Element = Elem; // Присваивание элемента звену

q->Sled = Stack; // Присваивание следующего звена

Stack = q; // Обновление вершины стека

}

// Функция удаления узла

void Tree::Udalenie(Uzel\*\* tmp)

{

zveno\* q;

if (Stack != NULL) // Если стек не пуст

{

(\*tmp) = Stack->Element; // Получение элемента из вершины стека

q = Stack; // Сохранение указателя на вершину стека

Stack = Stack->Sled; // Обновление вершины стека

delete q; // Удаление звена

}

}

// Функция печати дерева

void Tree::PrintTree(Uzel\* w, int l)

{

if (w != NULL) // Если узел не пуст

{

PrintTree(w->Right, l + 1); // Рекурсивный вызов для правого поддерева

for (int i = 1; i <= l; i++) // Вывод отступов

cout << " ";

cout << w->Key << endl; // Вывод ключа узла

PrintTree(w->Left, l + 1); // Рекурсивный вызов для левого поддерева

}

}

// Функция печати дерева (левый обход)

void Tree::Print\_Tree\_Left(Uzel\* w, int l)

{

if (w != NULL) // Если узел не пуст

{

cout << w->Key << " "; // Вывод ключа узла

Print\_Tree\_Left(w->Left, l + 1); // Рекурсивный вызов для левого поддерева

Print\_Tree\_Left(w->Right, l + 1); // Рекурсивный вызов для правого поддерева

}

}

// Функция печати дерева (конечный обход)

void Tree::Print\_Tree\_End(Uzel\* w, int l)

{

if (w != NULL) // Если узел не пуст

{

Print\_Tree\_End(w->Left, l + 1); // Рекурсивный вызов для левого поддерева

Print\_Tree\_End(w->Right, l + 1); // Рекурсивный вызов для правого поддерева

cout << w->Key << " "; // Вывод ключа узла

}

}

// Функция печати дерева (обратный обход)

void Tree::Print\_Tree\_Back(Uzel\* w, int l)

{

if (w != NULL) // Если узел не пуст

{

cout << "("; // Вывод открывающей скобки

Print\_Tree\_Back(w->Left, l + 1); // Рекурсивный вызов для левого поддерева

cout << w->Key << " "; // Вывод ключа узла

Print\_Tree\_Back(w->Right, l + 1); // Рекурсивный вызов для правого поддерева

cout << ")"; // Вывод закрывающей скобки

}

}

// Конструктор класса "Дерево"

Tree::Tree()

{

Stack = NULL; // Инициализация стека

Root = new(Uzel); // Создание корня дерева

Root->Right = NULL; // Инициализация правого потомка корня

}

void main()

{

setlocale(LC\_ALL, "Rus"); // Установка русской локали для корректного отображения кириллицы

char Formula\_Post[30]; // Массив для хранения формулы

char k; // Переменная для хранения текущего символа формулы

Uzel\* Ukazatel = NULL; // Указатель на текущий узел дерева

cout << "Введите формулу записанную в постфиксной форме..\n"; // Вывод приглашения для ввода формулы

gets\_s(Formula\_Post); // Считывание формулы с консоли

\_strrev(Formula\_Post); // Реверсирование формулы (переворачивание строки)

cout << "Приступим к построению дерева формулы..\n"; // Вывод сообщения о начале построения дерева

Tree A; // Создание объекта класса "Дерево"

Uzel\* Temp = A.GetTree(); // Получение корня дерева

for (int i = 0; i < strlen(Formula\_Post); i++) // Цикл по символам формулы

{

k = Formula\_Post[i];

if(strchr("+-\*/^",k)!=NULL)

if (Temp->Right == NULL)

{

Temp->Right = new(Uzel);

Temp = Temp->Right;

Temp->Key = k;

Temp->Left = Temp->Right = NULL;

A.V\_stack(Temp);

}

else

{

Temp->Left = new(Uzel);

Temp = Temp->Left;

Temp->Key = k;

Temp->Left = Temp->Right = NULL;

A.V\_stack(Temp);

}

else

if (Temp->Right == NULL)

{

Temp->Right = new(Uzel);

Temp = Temp->Right;

Temp->Key = k;

Temp->Left = Temp->Right = NULL;

A.Udalenie(&Ukazatel);

Temp = Ukazatel;

}

else

{

Temp->Left = new(Uzel);

Temp = Temp->Left;

Temp->Key = k;

Temp->Left = Temp->Right = NULL;

A.Udalenie(&Ukazatel);

Temp = Ukazatel;

}

}

cout << "\nКонтрольный вывод дерева-формулы..\n"; // Вывод сообщения о начале контрольного вывода дерева

A.PrintTree(A.GetTree()->Right, 0); // Печать дерева

cout << "Перед Вами формула, записанная в инфиксной форме..\n"; // Вывод сообщения о начале вывода формулы в инфиксной форме

A.Print\_Tree\_Back(A.GetTree()->Right, 0); // Печать дерева (обратный обход)

cout << endl;

cout << "------------------------------------------------\n";

cout << "Перед Вами формула, записанная в префиксной форме..\n"; // Вывод сообщения о начале вывода формулы в префиксной форме

A.Print\_Tree\_Left(A.GetTree()->Right, 0); // Печать дерева (левый обход)

cout << endl;

cout << "------------------------------------------------\n";

cout << "Перед Вами формула, записанная в постфиксной форме..\n"; // Вывод сообщения о начале вывода формулы в постфиксной форме

A.Print\_Tree\_End(A.GetTree()->Right, 0); // Печать дерева (конечный обход)

cout << "\n";

system("PAUSE"); // Пауза перед завершением программы

}

### Результат работы программы:

## Тестирование пятого кода

// Подключение библиотек

#include<conio.h>

#include<iostream>

// Использование пространства имен std

using namespace std;

// Структура узла дерева

struct node

{

int key; // Ключ узла

int count; // Количество узлов

node\* Left; // Указатель на левый узел

node\* Right; // Указатель на правый узел

};

// Класс дерева

class Tree

{

private:

node\* root; // Корень дерева

void DisposeTree(node\*); // Метод для удаления дерева

void printTree(node\*, int); // Метод для печати дерева

void Delete(node\*\*, int); // Метод для удаления узла

void del(node\*\*, node\*); // Вспомогательный метод для удаления узла

public:

Tree() { root = NULL; }; // Конструктор дерева

~Tree(); // Деструктор дерева

void creat\_Tree(); // Метод для создания дерева

void look\_Tree(); // Метод для просмотра дерева

void add\_Tree(); // Метод для добавления узла в дерево

void delete\_Tree(); // Метод для удаления узла из дерева

void search(int, node\*\*); // Метод для поиска узла в дереве

node\* getTree() { return root; }; // Метод для получения корня дерева

};

// Структура звена кольца

struct zveno

{

int element; // Элемент звена

Tree ukTree; // Дерево, связанное с звеном

zveno\* sled; // Указатель на следующее звено

};

// Класс кольца

class ring

{

private:

zveno\* ukring; // Указатель на текущее звено кольца

public:

ring() { ukring = NULL; }; // Конструктор кольца

~ring(); // Деструктор кольца

void create(); // Метод для создания кольца

void look(); // Метод для просмотра кольца

void add\_after(int, zveno\*); // Метод для добавления звена после указанного звена

void add\_befor(int, zveno\*); // Метод для добавления звена перед указанным звеном

void Delete(zveno\*); // Метод для удаления указанного звена

void delete\_next(zveno\*); // Метод для удаления звена после указанного звена

int poisk(int, zveno\*\*); // Метод для поиска элемента в кольце

zveno\*\* getring() { return &ukring; }; // Метод для получения текущего звена кольца

};

void ring::create()

{

zveno\* ukzv;

int elem;

cout << "\nПостроение кольца.." << endl;

cout << "Вводите элементы кольца (ввод окончить 0):\n";

cout << "-->";

cin >> elem;

if (elem != 0)

{

ukzv = ukring = new(zveno);

(\*ukzv).element = elem;

(\*ukzv).ukTree.creat\_Tree();

cout << "\n-->";

cin >> elem;

while (elem != 0)

{

(\*ukzv).sled = new(zveno);

ukzv = (\*ukzv).sled;

(\*ukzv).element = elem;

(\*ukzv).ukTree.creat\_Tree();

cout << "\n-->";

cin >> elem;

}

ukzv->sled = ukring;

}

}

ring::~ring()

{

zveno\* ukzv;

ukzv = ukring;

while(ukring!=NULL)

if (ukzv->sled == ukring)

{

ukring = NULL;

ukzv->ukTree.~Tree();

delete ukzv;

}

else

{

while (ukzv->sled->sled != ukring)

ukzv = (\*ukzv).sled;

(\*ukzv).sled->ukTree.~Tree();

delete(\*ukzv).sled;

ukzv->sled = ukring;

ukzv = ukring;

}

}

void ring::look()

{

zveno\* ukzv;

cout << "\nВывод содержимого кольца: ";

ukzv = ukring;

do {

cout << "\n-->" << (\*ukzv).element << endl;

ukzv->ukTree.look\_Tree();

ukzv = ukzv->sled;

\_getch();

} while (ukzv != ukring);

cout << endl;

}

void ring::add\_befor(int elem, zveno\* zv)

{

zveno\* ukzv;

Tree temp;

ukzv = new(zveno);

temp = ukzv->ukTree;

ukzv->element = zv->element;

ukzv->ukTree = zv->ukTree;

ukzv->sled = zv->sled;

zv->element = elem;

zv->ukTree = temp;

zv->ukTree.creat\_Tree();

zv->sled = ukzv;

}

void ring::add\_after(int elem, zveno\* zv)

{

zveno\* ukzv;

ukzv = new(zveno);

ukzv->element = elem;

ukzv->ukTree.creat\_Tree();

ukzv->sled = zv->sled;

zv->sled = ukzv;

}

void ring::Delete(zveno\* zv)

{

zveno\* ukzv1, \*ukzv2;

zveno\* time;

if (zv->sled != ukring)

{

time = zv->sled;

zv->ukTree.~Tree();

(\*zv) = \*((\*zv).sled);

delete time;

}

else

if (zv->sled == zv)

{

zv->ukTree.~Tree();

delete ukring;

ukring = NULL;

cout << "Список пуст..\n";

}

else

{

ukzv2 = ukring;

ukzv1 = ukring->sled;

while (ukzv1 != zv)

{

ukzv2 = ukzv1;

ukzv1 = ukzv1->sled;

}

time = ukzv2->sled;

ukzv2->sled->ukTree.~Tree();

ukzv2->sled = ukzv2->sled->sled;

delete time;

}

}

void ring::delete\_next(zveno\* zv)

{

zveno\* time;

if (zv->sled != ukring)

{

time = zv->sled;

zv->sled = zv->sled->sled;

time->ukTree.~Tree();

delete time;

}

else

if (zv->sled == zv)

cout << "В кольце только один элемент!\n";

else

{

time = ukring->sled;

\*((\*zv).sled) = (\*(\*(\*zv).sled).sled);

time->ukTree.~Tree();

delete time;

}

}

int ring::poisk(int elem, zveno\*\* Res)

{

zveno\* ukzv;

int vozvr = 0;

if (\*(getring()) == NULL)

cout << "Кольцо не существует..\n";

else

{

ukzv = ukring;

while (ukzv->sled != ukring && (\*Res) == NULL)

{

if (ukzv->element == elem)

{

vozvr = 1;

\*Res = ukzv;

}

ukzv = ukzv->sled;

}

if((\*Res)==NULL)

if (ukzv->element == elem)

{

vozvr = 1;

\*Res = ukzv;

}

}

return vozvr;

}

Tree::~Tree()

{

DisposeTree(root);

root = NULL;

}

void Tree::DisposeTree(node\* p)

{

if (p != NULL)

{

DisposeTree(p->Left);

DisposeTree(p->Right);

delete p;

}

}

void Tree::search(int x, node\*\* p)

{

if (\*p == NULL)

{

\*p = new(node);

(\*\*p).key = x;

(\*\*p).count = 1;

(\*\*p).Left = (\*\*p).Right = NULL;

}

else

if (x < (\*\*p).key)search(x, &((\*\*p).Left));

else

if (x > (\*\*p).key)

search(x, &((\*\*p).Right));

else

(\*\*p).count += 1;

}

void Tree::creat\_Tree()

{

int elem;

cout << "Вводите ключи узлов дерева (ввод окончите 0):\n";

cin >> elem;

while (elem != 0)

{

search(elem, &root);

cin >> elem;

}

}

void Tree::look\_Tree()

{

if (root == NULL)

cout << "Дерево пусто..\n";

else

printTree(root, 0);

}

void Tree::printTree(node\* w, int L)

{

if (w != NULL)

{

printTree(w->Left, L + 1);

for (int i = 1; i <= L; i++)

cout << " ";

cout << w->key << endl;

printTree(w->Right, L + 1);

}

}

void Tree::add\_Tree()

{

int k;

cout << "\nВводите ключи обавляемых узлов (ввод окончите 0):\n";

cin >> k;

cout << " ";

while (k != 0)

{

search(k, & (root));

cin >> k;

cout << " ";

}

}

void Tree::delete\_Tree()

{

int elem;

if (root == NULL)

cout << "Дерево пусто..\n";

else

{

cout << "Введите ключи удаляемого узла: ";

cin >> elem;

cout << endl;

Delete(&root, elem);

}

}

void Tree::Delete(node\*\* d, int k)

{

node\* q;

node\* s;

if (\*d == NULL)

cout << "Узел с заданным ключом в дереве не найден..\n";

else

if (k < (\*\*d).key)

Delete(&((\*\*d).Left), k);

else

if (k > (\*\*d).key)

Delete(&((\*\*d).Right), k);

else

{

q = \*d;

s = \*d;

if ((\*d)->Right == NULL)

{

\*d = (\*q).Left;

delete s;

}

else

if ((\*q).Left == NULL)

{

\*d = (\*q).Right;

delete s;

}

else

del(&((\*q).Left), &(\*q));

}

}

void Tree::del(node\*\* r, node\* q)

{

node\* s;

if ((\*\*r).Right == NULL)

{

(\*q).key = (\*\*r).key;

(\*q).count = (\*\*r).count;

q = s = \*r;

\*r = (\*\*r).Left;

delete s;

}

else

del(&((\*\*r).Right), &(\*q));

}

void main()

{

setlocale(LC\_ALL, "Rus"); // подключение русского языка

int menu1 = 1, choice, elem1, elem2, menu2; // Объявление переменных

ring A;

zveno\* Res;

cout << " ----------------Структура---------------\n";

cout << "-----------\"кольцо с деревьями\"-----------\n\n";

while (menu1)

{

cout << endl;

cout << "<------------Главное меню 1.0------------>\n";

cout << "1. Построение структуры...................\n";

cout << "2. Просмотр структуры.....................\n";

cout << "3. Добавление элемента после указанного...\n";

cout << "4. Добавление элемента перед указанным....\n";

cout << "5. Удаление элемента......................\n";

cout << "6. Удаление элемента после указанного.....\n";

cout << "7. Преобразование дерева заданного эл-та..\n";

cout << "8. Удаление структуры.....................\n";

cout << "9. Выход..................................\n";

cout << "Введите номер режима и нажмите <Enter>: ";

cin >> choice;

cout << endl;

switch (choice)

{

case 1:

if (\*(A.getring()) == NULL)

A.create();

else

cout << "Кольцо уже существует..\n";

break;

case 2:

if (\*(A.getring()) == NULL)

cout << "Кольцо пусто..\n";

else A.look();

break;

case 3:

if(\*(A.getring())==NULL)

cout << "Кольцо пусто..\n";

else

{

Res = NULL;

cout << "Введите элемент после которого хотите добавить звено: ";

cin >> elem1;

cout << endl;

if (A.poisk(elem1, &Res))

{

cout << "Введите элемент который хотите добавить: ";

cin >> elem2;

cout << endl;

A.add\_after(elem2, Res);

}

else

cout << "Элемент" << elem1 << "не найден.\n";

}

break;

case 4:

if (\*(A.getring()) == NULL)

cout << "Кольцо пусто..\n";

else

{

Res = NULL;

cout << "Введите элемент перед которым хотите добавить звено: ";

cin >> elem1;

cout << endl;

if (A.poisk(elem1, &Res))

{

cout << "Введите элемент который хотите добавить: ";

cin >> elem2;

cout << endl;

A.add\_befor(elem2, Res);

}

else

cout << "Элемент" << elem1 << "не найден.\n";

}

break;

case 5:

if (\*(A.getring()) == NULL)

cout << "Кольцо пусто..\n";

else

{

Res = NULL;

cout << "Введите элемент который хотите удалить: ";

cin >> elem1;

cout << endl;

if (A.poisk(elem1, &Res))

A.Delete(Res);

else

cout << "Элемент отсутствует..\n";

}

break;

case 6:

if (\*(A.getring()) == NULL)

cout << "Кольцо пусто..\n";

else

{

Res = NULL;

cout << "Введите элемент после которого хотите удалить: ";

cin >> elem1;

cout << endl;

if (A.poisk(elem1, &Res))

A.delete\_next(Res);

else

cout << "Элемент отсутствует..\n";

}

break;

case 7:

if (\*(A.getring()) == NULL)

cout << "Кольцо пусто..\n";

else

{

Res = NULL;

cout << "Введите элемент кольца: ";

cin >> elem1;

cout << endl;

if (A.poisk(elem1, &Res))

{

menu2 = 1;

while (menu2)

{

cout << endl;

cout << "<----------- Меню 1.1 ----------->\n";

cout << "1. Построение дерева..............\n";

cout << "2. Просмотр дерева................\n";

cout << "3. Добавление элемента в дерево...\n";

cout << "4. Удаление элемента из дерева....\n";

cout << "5. Удаление дерева................\n";

cout << "6. Выход в главное меню...........\n";

cout << "Введеите номер режима и нажмите <Enter>: ";

cin >> choice;

cout << endl;

switch (choice)

{

case 1:

if ((\*Res).ukTree.getTree() == NULL)

(\*Res).ukTree.creat\_Tree();

else

cout << "Дерево существует..\n";

break;

case 2:

(\*Res).ukTree.look\_Tree();

break;

case 3:

(\*Res).ukTree.add\_Tree();

break;

case 4:

(\*Res).ukTree.delete\_Tree();

break;

case 5:

if ((\*Res).ukTree.getTree() == NULL)

cout << "Дерево не существует..\n";

else

(\*Res).ukTree.~Tree();

break;

case 6:

menu2 = 0;

break;

default:

break;

}

}

}

else

cout << "Элемент"<<elem1<<"не найден.\n";

}

break;

case 8:

if (\*(A.getring()) == NULL)

cout << "Кольцо пусто..\n";

else

A.~ring();

break;

case 9:

A.~ring();

menu1 = 0;

break;

}

}

cout << "\n";

system("PAUSE");

}

### Результат работы программы:
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